The purpose of Lab 7 was to utilize what was done in lab 6 to create a maze but this time ask the user how many walls they would like to remove, instead of having the predetermined number of walls to be removed from each cell to create a unique path. That means that depending on the number of walls the user selected to be removed, there was the option that there is one unique path, no path, or even multiple paths. Based on this action, an adjacency list was to be created in representation of the maze. With the adjacency list created, a path from start to finish could be created using one of three options, breadth-first search, depth-first search or depth-first search using recursion. These searches would also be represented in the maze to demonstrate a path if one was available.

Since lab 6 was used to create a maze, the same code was used but was heavily modified. Initially, I decided to add a while true loop where the user is asked how many walls they would like to remove. This is used in case the number of walls to be removed exceed the actual number of walls that exist and if such is the case it will let the user know and ask the same question again. Afterwards the maze is created by using the same code done in lab 6 but modifying it to accomplish the task of removing the number of walls the user wanted. The maze is worked on in the function called Union\_Maze and receives three variables, M, the disjoint set forest, w, the walls in the maze, and m, the number of walls the user wants removed. In this function the adjacency list is created and is done in a different function called, get\_adj\_list, which sends an empty list of lists of the size of the maze rows by the maze columns as well as the list of which walls were popped. This returns the adjacency list which is completed by a for loop in the range of the length of list popped, p. temp0 and temp1 are used to store the individual values in the list of lists in popped and then added to A, which is the empty list of lists, and then returning A to the Union\_Maze function. Afterwards, the adjacency list is returned to what would be G in what is the main in the code. G is then sent to breadth\_first\_search, depth\_first\_search, and depth\_first\_search\_recursion.

The breadth\_first\_seach function receives G and pretty much what it does is that it traverses the maze using the breadth first search method. This is started by creating a list called visited that hold false and is of the same length as the adjacency list. Then, prev is created which is a list that holds -1 and is of the same size as the visited list. The Q variable is then used as a queue which starts empty and is used by importing the queue library. Since the starting point is 0 for this lab, 0 is added to the queue and the first element in visited is changed to true. The rest is done in a while loop that will continue until the queue is empty. Variable v is created to represent the vertex obtained from the queue. Then a for loop is used to traverse all items in the list of lists G and if visited at the specified location is false then it is changed to true, prev at the specified location has the vertex added from the queue and then the item used to specify the location is added to the queue. This is done until all the list is traversed and when the queue is empty then the prev list is returned as the breadth first search sequence. Next is the depth\_first\_search function that works very similar to breadth fist search but like its name, it uses depth first search to traverse the list. The code is the same with the difference that instead of using a queue, a list is used to traverse the adjacency list. Just like the function breadth\_first\_search, depth\_first\_search also returns the list prev. Now with depth\_fist\_search\_recursion, as the name implies, it uses depth first search to traverse the list but calls itself to generate the list prev. Also, it receives integer 0 which is used as the source and this is done because the source will change with every call. Since vertex 0 is the start of the maze, it is why that integer is used when calling this function from the main. The list visited and prev are created in the main since with recursion it would be needed to also use them in each recursion call but python allows for this so that is why this method is used. The similar work is done as in the other searches, visited at the source location is changed to True and then a for loop is used to get the items located in the adjacency list specified by the source and are called t. Afterwards, the if statement is used to make sure that visited at the location specified by t is not true if so, the source, which is the vertex, is added to prev at location t and depth\_first\_search\_recursion is called with G, the adjacency list and t, the item which was at G in the for loop generated previously. When the list is traversed, prev is then returned to main.

Now a path is generated if at least one path exists in the maze. The user is asked to select what method to use from breadth first search, depth first search and depth first search using recursion to generate the path. This is timed with the time library imported to compare the differences between them. What follows are the results of the maze and its path generated by each search.

////////////////////////////////////////////////////////////////////////////////////////////////////

**How many walls do you want to remove: 50**

**A path from source to destination is not guaranteed to exist (m < n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 2.0029296875**

**Breadth First Search took: 0.0 milliseconds**

**Breadth First Search: [-1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 1**

**It took 0.0 milliseconds to generate a path, (if one exists), from start to goal.**

////////////////////////////////////////////////////////////////////////////////////////////////////

**How many walls do you want to remove: 50**

**A path from source to destination is not guaranteed to exist (m < n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 0.996826171875**

**Breadth First Search took: 0.0 milliseconds**

**Breadth First Search: [-1, 0, -1, -1, -1, -1, -1, -1, -1, -1, 0, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, 0, -1, -1, -1, -1, -1, -1, -1, -1, 0, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, 0, -1, -1, -1, -1, -1, -1, -1, -1, 0, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 2**

**It took 0.0 milliseconds to generate a path, (if one exists), from start to goal.**

////////////////////////////////////////////////////////////////////////////////////////////////////

**How many walls do you want to remove: 50**

**A path from source to destination is not guaranteed to exist (m < n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 1.989501953125**

**Breadth First Search took: 0.0 milliseconds**

**Breadth First Search: [-1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, -1]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 3**

**It took 0.0 milliseconds to generate a path, (if one exists), from start to goal.**

////////////////////////////////////////////////////////////////////////////////////////////////////

Only 50 walls were removed in each iteration and as it can be seen, no path exists for any.
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////////////////////////////////////////////////////////////////////////////////////////////////////

**How many walls do you want to remove: 99**

**There is a unique path from source to destination (m = n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 4.978515625**

**Breadth First Search took: 0.0 milliseconds**

**Breadth First Search: [-1, 0, 1, 2, 3, 4, 5, 6, 18, 8, 0, 1, 13, 3, 24, 25, 17, 7, 17, 9, 10, 20, 21, 13, 25, 26, 16, 28, 18, 19, 40, 21, 22, 23, 35, 45, 37, 47, 28, 38, 41, 31, 41, 42, 43, 55, 45, 57, 38, 48, 60, 41, 42, 43, 44, 54, 46, 67, 59, 49, 70, 51, 61, 64, 54, 64, 56, 77, 78, 68, 71, 61, 82, 63, 64, 74, 66, 76, 88, 78, 81, 82, 83, 73, 83, 84, 76, 86, 87, 88, 80, 81, 93, 83, 84, 96, 97, 87, 99, 89]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, 0, 1, 2, 3, 4, 5, 6, 18, 8, 0, 1, 13, 3, 24, 25, 17, 7, 17, 9, 10, 20, 21, 13, 25, 26, 16, 28, 18, 19, 40, 21, 22, 23, 35, 45, 37, 47, 28, 38, 41, 31, 41, 42, 43, 55, 45, 57, 38, 48, 60, 41, 42, 43, 44, 54, 46, 67, 59, 49, 70, 51, 61, 64, 54, 64, 56, 77, 78, 68, 71, 61, 82, 63, 64, 74, 66, 76, 88, 78, 81, 82, 83, 73, 83, 84, 76, 86, 87, 88, 80, 81, 93, 83, 84, 96, 97, 87, 99, 89]**

**Depth First Search using recursion took: 0.000997304916381836 milliseconds**

**Depth First Search using recursion: [-1, 0, 1, 2, 3, 4, 5, 6, 18, 8, 0, 1, 13, 3, 24, 25, 17, 7, 17, 9, 10, 20, 21, 13, 25, 26, 16, 28, 18, 19, 40, 21, 22, 23, 35, 45, 37, 47, 28, 38, 41, 31, 41, 42, 43, 55, 45, 57, 38, 48, 60, 41, 42, 43, 44, 54, 46, 67, 59, 49, 70, 51, 61, 64, 54, 64, 56, 77, 78, 68, 71, 61, 82, 63, 64, 74, 66, 76, 88, 78, 81, 82, 83, 73, 83, 84, 76, 86, 87, 88, 80, 81, 93, 83, 84, 96, 97, 87, 99, 89]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 1**

**It took 17.93505859375 milliseconds to generate a path, (if one exists), from start to goal.**
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//////////////////////////////////////////////////////////////////////////////////////////////////

**How many walls do you want to remove: 99**

**There is a unique path from source to destination (m = n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 5.9853515625**

**Breadth First Search took: 0.0 milliseconds**

**Breadth First Search: [-1, 11, 3, 13, 3, 15, 5, 6, 7, 8, 0, 21, 22, 12, 15, 16, 26, 27, 28, 9, 10, 20, 21, 22, 23, 26, 36, 26, 27, 28, 31, 21, 42, 23, 33, 25, 46, 27, 28, 29, 30, 31, 43, 33, 43, 44, 56, 57, 47, 48, 60, 50, 51, 43, 53, 45, 55, 56, 48, 69, 70, 51, 52, 64, 65, 66, 56, 66, 67, 68, 71, 72, 82, 72, 75, 76, 86, 78, 79, 69, 90, 82, 92, 84, 74, 75, 96, 77, 87, 79, 91, 81, 93, 94, 84, 96, 97, 87, 88, 89]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, 11, 3, 13, 3, 15, 5, 6, 7, 8, 0, 21, 22, 12, 15, 16, 26, 27, 28, 9, 10, 20, 21, 22, 23, 26, 36, 26, 27, 28, 31, 21, 42, 23, 33, 25, 46, 27, 28, 29, 30, 31, 43, 33, 43, 44, 56, 57, 47, 48, 60, 50, 51, 43, 53, 45, 55, 56, 48, 69, 70, 51, 52, 64, 65, 66, 56, 66, 67, 68, 71, 72, 82, 72, 75, 76, 86, 78, 79, 69, 90, 82, 92, 84, 74, 75, 96, 77, 87, 79, 91, 81, 93, 94, 84, 96, 97, 87, 88, 89]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, 11, 3, 13, 3, 15, 5, 6, 7, 8, 0, 21, 22, 12, 15, 16, 26, 27, 28, 9, 10, 20, 21, 22, 23, 26, 36, 26, 27, 28, 31, 21, 42, 23, 33, 25, 46, 27, 28, 29, 30, 31, 43, 33, 43, 44, 56, 57, 47, 48, 60, 50, 51, 43, 53, 45, 55, 56, 48, 69, 70, 51, 52, 64, 65, 66, 56, 66, 67, 68, 71, 72, 82, 72, 75, 76, 86, 78, 79, 69, 90, 82, 92, 84, 74, 75, 96, 77, 87, 79, 91, 81, 93, 94, 84, 96, 97, 87, 88, 89]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 2**

**It took 15.959228515625 milliseconds to generate a path, (if one exists), from start to goal**
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**How many walls do you want to remove: 99**

**There is a unique path from source to destination (m = n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 3.615234375**

**Breadth First Search took: 0.993896484375 milliseconds**

**Breadth First Search: [-1, 0, 1, 2, 14, 15, 7, 17, 7, 19, 0, 12, 22, 12, 24, 14, 15, 27, 28, 29, 10, 20, 21, 13, 23, 35, 25, 26, 27, 28, 40, 32, 33, 23, 24, 34, 46, 27, 37, 29, 41, 31, 32, 44, 54, 35, 45, 46, 38, 48, 40, 41, 42, 43, 55, 45, 57, 58, 48, 49, 61, 62, 63, 53, 65, 55, 76, 57, 58, 59, 80, 70, 71, 72, 75, 65, 75, 76, 77, 69, 81, 91, 81, 93, 83, 95, 87, 77, 78, 99, 91, 92, 93, 94, 95, 96, 86, 87, 88, 98]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, 0, 1, 2, 14, 15, 7, 17, 7, 19, 0, 12, 22, 12, 24, 14, 15, 27, 28, 29, 10, 20, 21, 13, 23, 35, 25, 26, 27, 28, 40, 32, 33, 23, 24, 34, 46, 27, 37, 29, 41, 31, 32, 44, 54, 35, 45, 46, 38, 48, 40, 41, 42, 43, 55, 45, 57, 58, 48, 49, 61, 62, 63, 53, 65, 55, 76, 57, 58, 59, 80, 70, 71, 72, 75, 65, 75, 76, 77, 69, 81, 91, 81, 93, 83, 95, 87, 77, 78, 99, 91, 92, 93, 94, 95, 96, 86, 87, 88, 98]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, 0, 1, 2, 14, 15, 7, 17, 7, 19, 0, 12, 22, 12, 24, 14, 15, 27, 28, 29, 10, 20, 21, 13, 23, 35, 25, 26, 27, 28, 40, 32, 33, 23, 24, 34, 46, 27, 37, 29, 41, 31, 32, 44, 54, 35, 45, 46, 38, 48, 40, 41, 42, 43, 55, 45, 57, 58, 48, 49, 61, 62, 63, 53, 65, 55, 76, 57, 58, 59, 80, 70, 71, 72, 75, 65, 75, 76, 77, 69, 81, 91, 81, 93, 83, 95, 87, 77, 78, 99, 91, 92, 93, 94, 95, 96, 86, 87, 88, 98]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 3**

**It took 17.954345703125 milliseconds to generate a path, (if one exists), from start to goal.**
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//////////////////////////////////////////////////////////////////////////////////////////////

As one can see, 99 walls were removed from this maze which generates only one unique path. In this case a path is drawn, and the comparisons show that depth fist search is the fastest from the other two. Next the number of walls removed will be greater generating a path and while another path may also exist.

**How many walls do you want to remove: 120**

**There is at least one path from source to destination (m > n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 6.035888671875**

**Breadth First Search took: 0.0 milliseconds**

**Breadth First Search: [-1, 11, 1, 2, 3, 4, 5, 6, 7, 8, 0, 10, 11, 12, 13, 16, 17, 7, 8, 18, 10, 20, 12, 13, 25, 35, 25, 17, 18, 28, 20, 41, 22, 32, 33, 34, 46, 27, 28, 49, 30, 51, 32, 33, 43, 44, 45, 46, 47, 59, 40, 50, 42, 63, 53, 54, 55, 47, 48, 58, 61, 62, 52, 62, 63, 64, 56, 57, 58, 68, 60, 72, 62, 63, 73, 74, 66, 67, 68, 78, 81, 82, 72, 84, 74, 84, 85, 88, 89, 79, 91, 92, 82, 83, 84, 94, 86, 96, 97, 98]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, 2, 3, 13, 14, 4, 5, 6, 7, 8, 0, 10, 22, 23, 13, 16, 26, 27, 8, 9, 10, 20, 32, 22, 25, 26, 27, 37, 38, 28, 20, 41, 33, 34, 35, 25, 37, 38, 48, 49, 30, 51, 52, 33, 43, 44, 47, 57, 47, 59, 40, 50, 51, 63, 55, 56, 66, 67, 68, 58, 61, 62, 52, 62, 63, 64, 67, 68, 78, 79, 60, 72, 62, 63, 64, 65, 66, 67, 79, 89, 81, 82, 72, 84, 74, 84, 96, 88, 89, 99, 91, 81, 82, 83, 84, 94, 95, 96, 97, 98]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, 11, 1, 2, 5, 6, 7, 8, 9, 19, 0, 10, 22, 3, 4, 16, 26, 7, 28, 18, 30, 20, 23, 13, 25, 26, 27, 17, 38, 28, 40, 41, 22, 34, 35, 25, 46, 36, 48, 49, 50, 51, 32, 33, 43, 44, 45, 46, 58, 59, 51, 52, 42, 54, 55, 56, 66, 47, 68, 58, 61, 62, 52, 62, 74, 64, 67, 57, 69, 79, 60, 72, 62, 63, 73, 65, 66, 67, 68, 89, 90, 80, 72, 84, 74, 84, 85, 88, 89, 99, 91, 92, 82, 83, 95, 96, 86, 96, 97, 98]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 1**

**It took 15.955810546875 milliseconds to generate a path, (if one exists), from start to goal.**
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**How many walls do you want to remove: 120**

**There is at least one path from source to destination (m > n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 4.987060546875**

**Breadth First Search took: 0.9970703125 milliseconds**

**Breadth First Search: [-1, 0, 1, 13, 3, 15, 5, 17, 18, 8, 0, 12, 2, 12, 13, 14, 6, 18, 28, 18, 10, 20, 12, 22, 14, 15, 25, 37, 38, 28, 20, 21, 31, 32, 24, 25, 46, 47, 37, 49, 30, 31, 52, 33, 34, 44, 45, 46, 47, 48, 40, 41, 62, 43, 64, 56, 57, 47, 48, 58, 50, 51, 61, 53, 74, 64, 76, 66, 58, 68, 60, 70, 71, 63, 73, 74, 75, 67, 68, 78, 70, 71, 83, 73, 83, 84, 85, 88, 78, 88, 80, 90, 91, 83, 84, 96, 86, 87, 88, 98]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, 0, 12, 4, 5, 15, 5, 17, 18, 8, 0, 12, 13, 14, 24, 14, 6, 18, 19, 29, 10, 20, 12, 24, 34, 15, 25, 37, 29, 39, 20, 30, 31, 43, 44, 45, 46, 47, 28, 49, 30, 31, 52, 44, 45, 46, 47, 57, 47, 48, 60, 41, 62, 43, 64, 65, 55, 56, 48, 58, 61, 51, 61, 53, 74, 64, 76, 77, 58, 68, 60, 70, 71, 83, 75, 76, 86, 87, 68, 69, 70, 80, 92, 82, 83, 84, 85, 88, 89, 79, 80, 90, 91, 92, 84, 96, 86, 87, 88, 89]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, 0, 1, 4, 5, 15, 5, 17, 18, 8, 20, 21, 2, 12, 13, 25, 6, 18, 28, 18, 21, 22, 23, 24, 14, 35, 25, 37, 29, 39, 20, 32, 33, 43, 44, 45, 46, 38, 28, 49, 30, 31, 52, 53, 43, 44, 45, 46, 58, 48, 40, 41, 62, 63, 55, 56, 57, 47, 68, 58, 50, 51, 61, 73, 54, 66, 76, 66, 69, 79, 60, 70, 71, 83, 64, 74, 75, 67, 68, 89, 81, 71, 83, 93, 85, 86, 76, 77, 87, 99, 80, 90, 91, 92, 84, 96, 86, 87, 88, 98]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 2**

**It took 28.923828125 milliseconds to generate a path, (if one exists), from start to goal.**

![](data:image/png;base64,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)

//////////////////////////////////////////////////////////////////////////////////////////////////

**How many walls do you want to remove: 120**

**There is at least one path from source to destination (m > n-1).**

**Running time for this maze is with maze size: 10 rows, 10 columns, time in milliseconds: 7.017822265625**

**Breadth First Search took: 0.0 milliseconds**

**Breadth First Search: [-1, 0, 12, 2, 14, 6, 16, 6, 7, 8, 0, 21, 22, 23, 24, 5, 26, 16, 17, 9, 10, 20, 21, 22, 23, 24, 25, 26, 27, 28, 31, 21, 31, 23, 44, 25, 37, 27, 39, 29, 30, 31, 52, 42, 45, 35, 47, 37, 38, 48, 40, 41, 51, 43, 53, 45, 46, 56, 68, 58, 50, 51, 61, 62, 63, 64, 65, 66, 67, 59, 60, 61, 71, 72, 73, 74, 75, 76, 68, 69, 70, 80, 72, 82, 83, 84, 96, 97, 89, 99, 80, 81, 82, 83, 93, 85, 95, 96, 97, 98]**

**Depth First Search took: 0.0 milliseconds**

**Depth First Search: [-1, 0, 12, 2, 14, 6, 16, 17, 18, 8, 0, 21, 22, 23, 13, 5, 26, 16, 17, 9, 10, 20, 21, 22, 23, 24, 25, 26, 27, 28, 40, 21, 22, 23, 44, 25, 37, 27, 39, 29, 50, 51, 52, 42, 54, 44, 47, 37, 38, 48, 51, 61, 51, 43, 53, 45, 46, 56, 48, 58, 70, 71, 61, 73, 63, 66, 67, 68, 58, 79, 80, 70, 73, 74, 75, 76, 66, 76, 68, 89, 90, 82, 83, 73, 83, 75, 96, 97, 89, 99, 91, 92, 82, 83, 93, 94, 95, 96, 97, 98]**

**Depth First Search using recursion took: 0.0 milliseconds**

**Depth First Search using recursion: [-1, 0, 12, 2, 14, 6, 16, 6, 18, 8, 0, 21, 22, 14, 24, 5, 26, 7, 17, 9, 10, 20, 23, 13, 25, 26, 27, 28, 29, 39, 31, 21, 22, 23, 44, 25, 37, 27, 48, 38, 30, 51, 43, 53, 45, 35, 47, 37, 49, 59, 40, 50, 42, 54, 44, 45, 46, 56, 68, 58, 61, 51, 72, 62, 63, 64, 65, 66, 67, 59, 60, 72, 82, 74, 75, 85, 75, 76, 68, 69, 70, 80, 81, 93, 83, 84, 96, 97, 89, 79, 91, 92, 82, 94, 95, 96, 97, 98, 99, 89]**

**How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: 3**

**It took 24.935302734375 milliseconds to generate a path, (if one exists), from start to goal.**
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//////////////////////////////////////////////////////////////////////////////////////////

Here we can see that the breadth first search was the fastest in comparison with the other searches. The path function is used to generate the red line formed to show the path in the figure. The function draw\_maze from lab 6 is used as a parameter with the user chosen search, the size of the maze n, (maze columns times maze rows), maze columns - .5 and maze rows - .5. Creating the path was the most difficult part of this lab as it was very difficult to determine how the line from the start to the goal would be done. The decided way to do this was by using recursion and as a matter of fact there are up to four ways the recursion call can be made. Everything is handled by an if statement that goes into other if statements that create the red line. This initial if statement determines if the current item in the list generated by the selected search of position determined by the size of the maze, (columns times rows – 1, (since we start at 0)) is not -1. This is because only the starting point, cell 0, or the bottom left corner, should be the only one with a -1. If there is another -1 anywhere on the search list, that means that there isn’t any path available in the maze. This also means that the actual path is drawn from the goal, (top right corner) to the start of the maze. This is also the reason that the search list is called previous since it will start at the end of the list and go back. The variables x, x1, y and y1 are used to represent the walls for the rows and columns and are subtracted by .5 when path is first called to plot the red line at the center of the cells. Each if statement inside the first if statement uses the conditions the variable vertex being equal to previous(vertex) and some combination of addition or subtraction of maze columns or 1. What this means is that if the condition is met the wall from that cell was removed and as such a path may be possible. Then the recursion call is made which checks the next wall to find out if a wall was removed and in case there isn’t any removal other than the one where the path was being created, will mean that there is no path and will go back to each of the calls until it finds a different wall that was removed and find its path to cell 0.

The path as stated has four recursion calls giving it a recursive equation of T(n) = 4T(n-1) and means that the runtime has an exponential growth of O(4^n). Based on the data, the path, if generated, is what takes the longest to create in every run. For the Union\_Maze the big o notation would be O(n) since it contains a while loop that depends on m, the number of walls to be removed and for the creation of the temp list which is used to create the adjacency list that is not inside the while loop. Even though the get\_adj\_list funcition is inside this function, the big o of it is O(n) and if added it would be O(n + n) which is O(2n) which will end up being O(n). For breadth\_fist\_search and depth\_fist\_search, will have the same big o notation since they are similar. They run at O(n^2) due the for loop inside the while loop that depend on variables. The depth\_first\_search\_recursion is different since it has a recurrence equation of T(n) = T(n-1) + n. This means that the big o notation will be O(n^2) making all the searches similar in runtime with no clear advantage. One can notice with the data though that maybe breadth first search might be the slowest just slightly since in some runs it took about .9 milliseconds to generate the list while the other took 0.

What I learned for this project was how breadth fist search and both depth first search worked. While their code is different, they will generate the same list and have the same runtime. I have a slight preference for the recursive one just because it is less code. Also, I further learned how to read a list of lists as this helped with providing more experience on how to manipulate them. I still feel that my weak point are the images since I had a difficult time created the line for the path. After much investigation and thought I was able to pull it off and have complete understanding.

Appendix:

# -\*- coding: utf-8 -\*-

"""

Created on Wed Apr 17 14:06:40 2019

@author: Gerardo Armenta

Instructor: Dr. Olac Fuentes

TA: Anindita Nath, Maliheh Zargaran, Erik Macik, Eduardo Lara

Purpose: To use the previous lab 6 and create a maze that asks the user to select the number of walls they want removed and then create an adjacency list of each path created from each wall removal. Then implement breadth first search, depth first search and depth first search using recursion. Finally create a path from start, cell 0, to goal, top right corner.

"""

import matplotlib.pyplot as plt

import numpy as np

import time

import random

import queue

def DisjointSetForest(size):

# Creates disjoint set forest all set to -1 (the root)

return np.zeros(size,dtype=np.int)-1

def find(S,i):

# Returns root of tree that i belongs to

if S[i]<0:

return i

return find(S,S[i])

def find\_c(S,i): #Find with path compression

if S[i]<0:

return i

r = find\_c(S,S[i])

S[i] = r

return r

def union(S,i,j):

# Joins i's tree and j's tree, if they are different

ri = find(S,i)

rj = find(S,j)

if ri!=rj:

S[rj] = ri

return True

return False

def union\_c(S,i,j):

# Joins i's tree and j's tree, if they are different

# Uses path compression

ri = find\_c(S,i)

rj = find\_c(S,j)

if ri!=rj:

S[rj] = ri

return True

return False

def union\_by\_size(S,i,j):

# if i is a root, S[i] = number of elements in tree (set)

# Makes root of smaller tree point to root of larger tree

# Uses path compression

ri = find\_c(S,i)

rj = find\_c(S,j)

if ri!=rj:

if S[ri]>S[rj]:

S[rj] += S[ri]

S[ri] = rj

else:

S[ri] += S[rj]

S[rj] = ri

def NumSets(S):

# Counts the number of sets of a disjoint set forest

count =0

for i in S:

if i < 0:

count += 1

return count

def draw\_maze(walls,maze\_rows,maze\_cols,cell\_nums=False):

# Draws a maze

fig, ax = plt.subplots()

for w in walls:

if w[1]-w[0] ==1: #vertical wall

x0 = (w[1]%maze\_cols)

x1 = x0

y0 = (w[1]//maze\_cols)

y1 = y0+1

else:#horizontal wall

x0 = (w[0]%maze\_cols)

x1 = x0+1

y0 = (w[1]//maze\_cols)

y1 = y0

ax.plot([x0,x1],[y0,y1],linewidth=1,color='k')

sx = maze\_cols

sy = maze\_rows

ax.plot([0,0,sx,sx,0],[0,sy,sy,0,0],linewidth=2,color='k')

if cell\_nums:

for r in range(maze\_rows):

for c in range(maze\_cols):

cell = c + r\*maze\_cols

ax.text((c+.5),(r+.5), str(cell), size=10,

ha="center", va="center")

ax.axis('off')

ax.set\_aspect(1.0)

return ax

def wall\_list(maze\_rows, maze\_cols):

# Creates a list with all the walls in the maze

w =[]

for r in range(maze\_rows):

for c in range(maze\_cols):

cell = c + r\*maze\_cols

if c!=maze\_cols-1:

w.append([cell,cell+1])

if r!=maze\_rows-1:

w.append([cell,cell+maze\_cols])

return w

# Creates the adjacency list for the graph

def get\_adj\_list(p, A):

for i in range(len(p)):

temp0 = p[i][0]

temp1 = p[i][1]

A[temp0].append(temp1)

A[temp1].append(temp0)

return A

# Creates the path from start to goal

# Will check for a path recursively from goal to start by checking if path exists

def path(plot, previous, vertex, x, y) :

# Since only element at previous[0] should equal -1 if a path exists

# if a -1 is found before hand, it means no path exists.

if previous[vertex] != -1:

# path is ploted in red from removed wall

if vertex == (previous[vertex] + maze\_cols) :

x1 = x

y1 = y - 1

path(plot, previous, previous[vertex], x1, y1)

plot.plot([x1, x], [y1, y], linewidth = 2, color = 'r')

if vertex == (previous[vertex] - maze\_cols) :

x1 = x

y1 = y + 1

path(plot, previous, previous[vertex], x1, y1)

plot.plot([x1, x], [y1, y], linewidth = 2, color = 'r')

if vertex == (previous[vertex] + 1) :

x1 = x - 1

y1 = y

path(plot, previous, previous[vertex], x1, y1)

plot.plot([x1, x], [y1, y], linewidth = 2, color = 'r')

if vertex == (previous[vertex] - 1) :

x1 = x + 1

y1 = y

path(plot, previous, previous[vertex], x1, y1)

plot.plot([x1, x],[y1, y], linewidth = 2, color = 'r')

# Traverses adjacency list using depth-first search

def depth\_first\_search(G):

start = time.time()\*1000

visited = [False] \* len(G) # creates a list of boolean False of length G

prev = [-1] \* len(G) # creates a list of -1 of length G

S = [] # A list used as a stack that starts empty

S.append(0) # Starting point is vertex 0 so it is appended fist

visited[0] = True # Visisted list is changed to True for 0, the starting point

# Traversal starts from 0

while S: # While the stack is not empty

v = S.pop() # v is for the vertext which is popped from S

for t in G[v]:

if not visited[t]: # if visited[t] is False

visited[t] = True

prev[t] = v

S.append(t)

stop = time.time()\*1000

print('Depth First Search took: ', stop-start, ' milliseconds')

return prev

# Traverses adjacency list using depth-first search with recursion

def depth\_first\_search\_recursion(G, source):

visited[source] = True # Source starts at 0 and moves on recursively

for t in G[source]:

if not visited[t]: # if visited[t] is False

prev[t] = source # the source is appended to prev list

depth\_first\_search\_recursion(G, t)

return prev

# Travereses adjacency list using breadth-first search

def breadth\_first\_search(G):

start = time.time()\*1000

visited = [False] \* len(G) # creates a list of boolean False of length G

prev = [-1] \* len(G) # creates a list of -1 of length G

Q = queue.Queue() # a queue that starts empty

Q.put(0) # Starting point is vertex 0 so it is placed fist

visited[0] = True # Visisted list is changed to True for 0, the starting point

# Traversal starts from 0

while Q.empty() is False: # While the queue is not empty

v = Q.get() # v is for the vertext which is popped from Q

for t in G[v]:

if not visited[t]: # if visited[t] is False

visited[t] = True

prev[t] = v # the vertex is assigned to prev list

Q.put(t)

stop = time.time()\*1000

print('Breadth First Search took: ', stop-start, ' milliseconds')

return prev

def Union\_Maze(M, w, m): # creates a maze and asks the user how many walls to remove

popped = []

start\_union = time.time() \* 1000

while m > 0:

d = random.randint(0, len(walls)-1) # d equals the wall to be removed at random

if NumSets(M) == 1:

popped.append(walls.pop(d))

m -= 1

elif union\_c(M, walls[d][0], walls[d][1]) is True:

popped.append(walls.pop(d))

m -=1

stop\_union = time.time() \* 1000

print('Running time for this maze is with maze size: ',

maze\_rows, ' rows, ', maze\_cols, ' columns, time in milliseconds: ', (stop\_union-start\_union))

temp\_list = []

for i in range(maze\_rows\*maze\_cols):

temp\_list.append([])

adj\_list = get\_adj\_list(popped, temp\_list)

return adj\_list

plt.close("all")

maze\_rows = 10

maze\_cols = 10

n = maze\_rows\*maze\_cols # Total number of cells in the maze

walls = wall\_list(maze\_rows,maze\_cols) # Creates the walls for the maze

M = DisjointSetForest(maze\_rows\*maze\_cols)

draw\_maze(walls,maze\_rows,maze\_cols,cell\_nums=True)

# This loop created in case user wants to remove more walls than the ones in the maze

while True:

m = int(input('How many walls do you want to remove: ')) # Asks user for number of walls to be removed

# This checks if the user wants to remove more walls than there are in the maze.

if m > len(walls)-1:

print('The number of walls you want to remove exeeds the number of walls that are present.')

continue # This will cause the loop to continue and ask the user to select less walls to remove

if m > n-1:

print('There is at least one path from source to destination (m > n-1).')

break # Will exit loop

if m < n-1:

print('A path from source to destination is not guaranteed to exist (m < n-1).')

break # Will exit loop

if m == n-1:

print('There is a unique path from source to destination (m = n-1).')

break # will exit loop

G = Union\_Maze(M, walls, m) # Creates maze

visited = [False] \* len(G) # variable created to be used by depth\_first\_search\_recursion

prev = [-1] \* len(G) # variable created to be used by depth\_first\_search\_recursion

bfs = breadth\_first\_search(G)

print('Breadth First Search: ', bfs)

dfs = depth\_first\_search(G)

print('Depth First Search: ', dfs)

start\_dfsr = time.time()

dfsr = depth\_first\_search\_recursion(G, 0)

stop\_dfsr = time.time()

print('Depth First Search using recursion took: ', stop\_dfsr-start\_dfsr, ' milliseconds')

print('Depth First Search using recursion: ', dfsr)

line = draw\_maze(walls,maze\_rows,maze\_cols) # used to send to path to generate path from start to goal

# Path will generate a red line from start to goal if path is available

ans = int(input('How do you want to generate a path if at least one is available, select 1 for Breadth First Search, 2 for Depth First Search, or 3 for Depth First Search using recursion: '))

start\_path = time.time()\*1000

if ans == 1: # Will generate a path using breadth first search

path(line,bfs,(n)-1,maze\_cols-.5,maze\_rows-.5)

elif ans== 2: # Will generate a path using depth first search

path(line,dfs,(n)-1,maze\_cols-.5,maze\_rows-.5)

else: # Will generate a path using depth first search using recursion

path(line,dfsr,(n)-1,maze\_cols-.5,maze\_rows-.5)

stop\_path = time.time()\*1000

print('It took ', stop\_path-start\_path, ' milliseconds to generate a path, (if one exists), from start to goal.')

draw\_maze(walls,maze\_rows,maze\_cols)

plt.show()
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